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OBJECT LEVEL RUN-TIME COHESION MEASUREMENT 

Varun Gupta, Jitender Kumar Chhabra 

Abstract: Most of the object-oriented cohesion metrics proposed in the literature are static in nature and are 
defined at the class level. In this paper, new dynamic cohesion metrics are proposed which provide scope of 
cohesion measurement up to the object level and take into account important and widely used object-oriented 
features such as inheritance, polymorphism and dynamic binding during measurement. The proposed dynamic 
measures are computed at run-time, which take into consideration the actual interactions taking place among 
members of a class. The proposed measures are evaluated using a theoretical framework to prove their 
usefulness. A dynamic analyzer tool is presented which can be used to perform dynamic analysis of Java 
applications for the purpose of collecting run-time data for the computation of the proposed metrics. Further, a 
case study is conducted using a Java program to demonstrate the computation process for the proposed dynamic 
cohesion measures. 

Keywords: Cohesion; Software metrics; Static metrics; Dynamic metrics; Aspect oriented programming; Object-
oriented software. 

ACM Classification Keywords: D.2.8 [Software Engineering]: Metrics; D.2.3 [Software Engineering]: Coding 
Tools and Techniques - Object-oriented programming 

Introduction 

High quality software, among many other principles, should obey the principle of high cohesion. Stevens et al. [1], 
who first introduced cohesion in the context of structured development techniques, define cohesion as a measure 
of the degree to which the elements of a module belong together. In a highly cohesive module, all elements are 
related to each other for performing a single function. The higher the cohesion of a module, the easier the module 
is to develop, maintain, and reuse, and the less fault-prone it is [2], [3], [4]. The principle of high cohesion has 
been transferred to object-oriented software by Coad and Yourdon [5, 6] and research in this field has lead to a 
large number of cohesion measures for object-oriented systems being defined [7-21]. However, most of the 
cohesion metrics proposed in the literature for measurement of cohesion are static in nature and static cohesion 
metrics may be insufficient in evaluating the dynamic behavior of an application at runtime, as its behavior will be 
influenced by the execution environment as well as the complexity of the source code. Object-oriented features 
such as polymorphism, dynamic binding, inheritance and common presence of unused code in commercial 
software, cause the static metrics to be inaccurate, as they do not precisely reflect the run-time situation of the 
software [22]. Moreover, the complex dynamic behavior of many real-time applications motivates us to focus on 
dynamic cohesion metrics in place of static cohesion metrics. Dynamic cohesion metrics are obtained from the 
execution traces of the code or from the executable models. Till date, only a few dynamic metrics have been 
proposed for the measurement of cohesion.  Gupta et al. [23] have proposed program execution based module 
cohesion metrics based on the dynamic slicing of the program. However, these metrics only deal with procedure-
oriented program. The run-time cohesion metrics proposed by Mitchell et al. [24, 25] are just dynamic equivalent 
of the existing cohesion metrics such as LCOM given by Chidamber and Kemerer [7].   
The remainder of the paper is organized as follows. Section 2 discusses advantages of dynamic cohesion 
measures over static cohesion measures and Section 3 contains the definitions of the proposed dynamic 
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cohesion measures. In Section 4, the proposed measures are validated theoretically and Section 5 provides a 
dynamic analyzer tool for computation of the proposed measures. In Section 6, a case study is conducted to 
demonstrate the process of computation of the proposed measures and finally, Section 7 concludes the work.  

Advantages of Dynamic Cohesion Metrics 

Static cohesion metrics are obviously simpler to collect because there is no need to run the software. Moreover, 
to obtain dynamic cohesion metrics, code or simulation model of the software system is needed, which is 
available very late in the development life cycle. Static cohesion metrics are widely used due to the fact that they 
are easier to obtain, especially at the early stages of software development. But, the potential benefits of dynamic 
cohesion metrics collected by executing the program outweigh the complexity and cost of measuring them. The 
ability to static cohesion metrics to measure the quality attributes of a software system is less apparent, as the 
static cohesion metrics are evaluated only by means of static inspection of the software artifact. Since, it is the 
actual runtime behavior of the system that determines its quality, not the potential characteristics implied by the 
static analysis of the software system and dynamic cohesion metrics are computed based on the data collected 
during actual execution of the system, and thus directly reflect the quality attributes (performance, change-
proneness, error rates etc.) of the software in its operational mode. Moreover, static cohesion metrics deal with 
the structural aspects of a software system, whereas dynamic cohesion metrics also deal with the behavioral 
aspects of the system. Moreover, static cohesion metrics are somewhat constrained in their ability to deal with 
inheritance, polymorphism and dynamic binding issues since the run-time types at field access and method 
invocation sites are not known, whereas dynamic cohesion metrics are capable to deal with such issues.  

Dynamic Cohesion Metrics 

The mapping level of dynamic cohesion measurement can be either object or class. Object-level dynamic 
cohesion quantifies the extent of dependencies between the members of an object at run-time. As object is an 
instance of a class created at runtime, class-level dynamic cohesion aggregates the object-level cohesion values 
of all instances of a class. As an object or a class consists of two types of elements i.e. attributes and methods 
and there are mainly two kinds of dependencies among elements of an object or a class: (i) dependency between 
attributes and methods, and (ii) dependency between a pair of methods. First types of dependency exists due to 
read and write types of interactions present between methods and attributes i.e. when a method reads or writes 
the value of an attribute. Second type of dependency takes place due to the presence of call type of interactions 
between methods i.e. when a method calls other method of the class or object. However, not all the methods of a 
class contribute to its cohesion [21]. There exist some special methods such as constructor, destructor, access 
methods and delegation methods intrinsically accessing only some of the attributes in the class [17], [18], [21]. A 
constructor is a type of method that initializes essential attributes of the class and a destructor is a type of method 
that may only de-initialize crucial attributes of the class. An access method is a method that only reads or writes a 
particular attribute of the class. A delegation method is a method that only delegates a message to another 
object, especially to an attribute in the class, thus, generally have only one interaction with one attribute. These 
special methods may not essentially access all of the attributes. It has been widely accepted by a number of 
authors that these methods have no influence on the cohesion of a class [4], [17], [18], [21]. Thus, these methods 
need to be excluded in the measurement of cohesion of a class. The cohesion measurement of an object or class 
should consider only two types of elements: normal methods (except special methods) and attributes and two 
types of dependencies between elements i.e. access relations between normal methods and attributes and call 
relations between pairs of normal methods. Thus, the dynamic cohesion of an object or class should be 
measured from the two aspects. 
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Dynamic Access Cohesion 

Dynamic access cohesion exists between methods and attributes of an object when a method of an object reads 
or writes an attribute of the same object during execution of the program. This type of dynamic cohesion for an 
object o is defined as the ratio of actual number of distinct dependence relations between all methods and all 
attributes to the maximum possible number of dependence relations of this type between them (i.e. n m× ). In 
case, if either number of methods or number of attributes are zero for an object then this type of cohesion would 
be nil for that object. This kind of dynamic cohesion for an object is defined as follows: - 

1 1

0                               n=0 or m=0

( ) ( , )
  n 0 and m 0

n m

ACC R i j
i j

DC o Dep m a

n m
= =


= 
 ≠ ≠ ×

∑∑

 
Where ( , )R i jDep m a  is the access dependency present at run-time between a method mi and an attribute aj of 

an object o. Also, n is the total number of methods of object o and m is the total number of attributes of object o. 

Dynamic Call Cohesion 

Dynamic call cohesion exists between a pair of methods of an object when a method mi calls other method mj of 
the object during program execution. This kind of dynamic cohesion of an object o is defined as the ratio of actual 
count of distinct dependence relations between all ordered pairs of methods to the maximum possible number of 
relations of this type between them (i.e. ( 1)n n× − ). In case, if number of methods of an object is zero then this 
type of cohesion is also zero for that object and if a single method exists for an object, then this type of cohesion 
is maximum i.e. 1 for that object. This form of dynamic cohesion for an object o is defined as follows: - 
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Where ( , )R i jDep m m is the call dependency present at run-time between methods mi and mj of an object o. 

Also, n is the total number of methods of object o.  

Weight-age of Different Types of Cohesion 

There are two types of dynamic cohesion for an object as defined above. All these types of cohesion have got 
different weight-ages due to the different types of dependence relations attached with them. The weight-ages of 
these types of cohesion having defined after taking into consideration their relative ordering as well as expert 
developers’ opinions and are given in Table 1. The weights to these types of cohesion are assigned as per the 
intensity of the relation attached with them. First, the dynamic cohesion due to access dependency between 
methods and attributes (DCACC) is more significant than dynamic cohesion due to call dependency between 
methods (DCCALL) due to the fact that most of the cohesion measures are defined in terms of degree of 
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interactions among methods and attributes [7], [11], [8], [13], [9], and [10]. Thus, DCACC has got more weight-age 
than DCCALL. 

Table 1 Weight-age of different types of cohesion 
Dynamic Cohesion Type Weight-age 
Dynamic access cohesion  (DCACC) 2 
Dynamic call cohesion  (DCCALL) 1 

Object Level and Class Level Cohesion Measures 

Object level dynamic cohesion for an object is defined as the weighted summation of two types of cohesions 
defined above. The Dynamic cohesion for an object o is defined as: 

1 2

1 2

* ( ) * ( )( ) = ACC CALLw DC o w DC oODC o
w w

+
+  

Where, w1=2 and w2=1 
 
Class level Dynamic Cohesion for a class is defined as the average of the values of Object level Dynamic 
Cohesion for all objects of a class created at run-time i.e. 

1
( )

( )  

k

i
i

ODC o
CDC c

k
==
∑

 
Where k is the number objects of class created at run-time. 

Theoretical Validation 

The purpose of this section is to validate the proposed measures theoretically by using the four properties given 
by Briand et al. [26]. The four cohesion properties defined by Briand et al. characterize cohesion in a reasonably 
intuitive and rigorous manner. A well-defined cohesion measure should have the following four properties. These 
properties provide a guideline to develop a good cohesion measure. 
 
Property 1 (Non-negativity and Normalization). Normalization of a cohesion measure makes it possible to 
carry out meaningful comparisons between the cohesion values of classes or objects having different number of 
elements, since they all belong to the same interval [6]. As per the definitions of the above-defined measures, the 
cohesion of an object or a class c lies within a specified range i.e. [ ] [ ]( ) 0,1  and ( ) 0,1ODC o CDC c∈ ∈ . Thus, 
Property 1 holds for the proposed cohesion measures. 
 

Property 2 (Null value). This property states that if there is no dependency among the members of an object or 
class, then the cohesion of that object or class should be null. As per the definitions of the proposed measures, if 
there is no dependency relation between the elements of an object at run-time, then the values of the two types of 
cohesions for an object o i.e. DCACC (o) and DCCALL(o) will certainly be zero and as a result dynamic cohesion of 
an object o, ODC(o) will also be zero as ODC(o) is the weighted summation of the above measures only. 
Moreover, the cohesion of a class c will also be null if cohesion values of all objects of the class are null. Thus, 
the proposed measures satisfy Property 2. 
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Property 3 (Monotonicity). This property requires that by addition of dependency relationships among elements 
of an object or a class should not decrease its cohesion. 
Let object, o = <ER, RR>, where RR represents the set of relations among set of elements, ER of an object o at 
run-time. Let a relationship is added to o to form a new object o′ = <ER, RR′>, which is identical to o except that RR 

⊂ RR′. Then, as per the above given definitions of the measures, dynamic cohesion value of new object will only 
increase or will remain the same but will never decrease. 
For objects, o = <ER, RR’> and o′ = <ER, RR′>, if RR ⊂ RR′ then ODC(o) ≤ ODC(o'). Similarly, the property holds at 
class level also. Thus, the proposed measures satisfy this property as well.  
 
Property 4 (Merging of objects or classes). This property states that the cohesion of an object or a class 
obtained by putting together two unrelated objects or classes is not greater than the maximum cohesion of the 
two original objects or classes. If two unrelated objects oi and oj are merged to form a new object ok then the 
cohesion of ok is no larger than the maximum cohesion of oi and oj or if two unrelated classes ci and cj are merged 
to form a new class ck, then cohesion of ck is no larger than the maximum cohesion of c1 and c2.  
For, oi = <EiR, RiR’> and oj = <EjR, RjR> where R R

i jR R φ∩ = . 

and ci = <Ei, Ri> and cj = <Ej, Rj> where i jR R φ∩ =  

Since, two unrelated objects or classes have been combined to form a new object or class; there is a 
proportionate increase in number of dependency relations as well as in number of elements. As per the definition 
of cohesion measures which measure cohesion in terms of ratio of actual number of dependence relations 
existing at run-time divided by the maximum possible number of relations among elements. There is no net 
increase in the value of cohesion measure since numerator values as well as denominator values have increased 
together. Thus, the cohesion value of the combined object or class cannot be more than the maximum of the two 
unrelated objects or classes i.e. 

{ }( ), ( ) ( )i j kMax ODC o ODC o ODC o≥ and { }( ), ( ) ( )i j kMax CDC c CDC c CDC c≥  

Hence, the proposed cohesion measures satisfy property 4 also.  

Dynamic Analyzer for the Proposed Measures 

We used aspect-oriented programming (AOP) approach for dynamic analysis of object-oriented programs for the 
purpose of computation of the proposed measures, as AOP is an efficient technique for dynamic analysis without 
any side effects [27]. We used AspectJ [28] to develop a dynamic analyzer tool dynamic analysis of Java 
applications for computation of the proposed measures. We have written an aspect using Aspectj for dynamic 
analysis of target Java programs and this aspect is an independent programming unit and can be merged with 
the target Java programs without altering the behavior of the target programs. Figure 1 presents the key features 
of the dynamic analyzer tool implemented using AspectJ.  
 

public aspect DynamicCohesionAnalyser{ 
 
//Pointcuts defined 
pointcut traceMethods() : (execution (* *.*(..)) ) … 
pointcut traceAttribs() : ( (get(* *) || set(* *) ) … 
pointcut traceAccess() : ( (get(* *) || set(* *) )  && withincode(* *.*(..)) …  
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pointcut traceCall () : call(* *.*(..))  …   
 
// Advices defined for capturing pointcuts 
before(): traceMethods(){   
Signature sig=thisJoinPointStaticPart.getSignature(); 
… 
 } 
 
after(): traceAttribs(){   
Signature sig=thisJoinPointStaticPart.getSignature(); 
… 
}  
after(): traceAccess() {   
… 
}  
   before(): traceCall (){   
… 
}  
 
// methods storing data collected at run-time into files 
void writeToFile_traceCall(Signature sig) 
{ 
… 
} 
 
void writeToFile_traceCall (Signature sig) 
{ 
… 
} 
} //aspect 

 

Figure 1 Main features of the Dynamic Analyzer Tool 

Case Study 

In this section, a case study is carried out to demonstrate the process of computation of the proposed dynamic 
cohesion measures using a program written in Java [29] shown in Figure 2. This program consists of a class 
ArrayQueue [30]. This class consists of four attributes and seven normal methods.  
 

public class ArrayQueue { 
private Object [ ] theArray; 
private int  currentSize; 
private int front; 
private int back; 
 public ArrayQueue( )    {    
 theArray = new Object[10]; 
        makeEmpty( );    } 
 public boolean isEmpty( )    { 
        return currentSize == 0;    } 
public void makeEmpty( )    { 
        currentSize = 0; 
        front = 0; 
        back = -1;    } 
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public Object dequeue( )    { 
        if( isEmpty( ) ) 
            throw new UnderflowException( "ArrayQueue dequeue" ); 
        currentSize--; 
       Object returnValue = theArray[ front ]; 
        front = increment( front ); 
        return returnValue;    } 
   public Object getFront( )    { 
        if( isEmpty( ) ) 
            return theArray[ front ];    } 
 public void enqueue( Object x )    { 
        if( currentSize == theArray.length ) 
            doubleQueue( ); 
        back = increment( back ); 
        theArray[ back ] = x; 
        currentSize++;    } 
 private int increment( int x )    { 
        if( ++x == theArray.length ) 
            x = 0; 
        return x;    }    
 void doubleQueue( )    { 
        Object [ ] newArray; 
        newArray = new Object[ theArray.length * 2 ]; 
        for( int i = 0; i < currentSize; i++, front = increment( front ) ) 
            newArray[ i ] = theArray[ front ]; 
        theArray = newArray; 
        front = 0; 
        back = currentSize - 1;    } 
public static void main(String str[]) { 
ArrayQueue q1=new ArrayQueue(5); 
… 
… 
}//main method 
} //ArrayQueue Class 

 

Figure 2 Java program [29] 
 
On the execution of the above program along with the dynamic analyser tool, values of different cohesion 
measures obtained are as follows: - 
DCACC (q1) =0.61 
DCCALL (q1) = 0.07 
Thus, dynamic cohesion values for object q1 and class ArrayQueue are calculated as follows: -  
ODC (q1) = (2*0.61+1*0.07)/3= 0.84  
CDC (ArrayQueue) =0.84 

Conclusion 

This paper proposes new well-defined dynamic cohesion measures which satisfy the four cohesion properties 
defined by Briand et al. and in comparison with the existing cohesion measures, the proposed measures have the 
following advantages: - 
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• The proposed dynamic cohesion measures are more accurate as they are defined at run-time and take 
into consideration the actual interactions taking place rather than the potential interactions which may or 
may not happen as is the case with static cohesion metrics.  

• The proposed cohesion metrics take inheritance and polymorphism into consideration as the actual 
targets of polymorphic invocations can only be determined at run-time due to the presence of inherited 
members of a class. 

• The scope of measurement of the proposed dynamic cohesion metrics can be specific to a single object. 
Whereas, other existing cohesion metrics are able to measure cohesion up to the class level only. 

In future work, we plan to conduct some empirical study and compare these new dynamic cohesion measures 
with the existing static and dynamic cohesion measures to prove that the proposed measures are better 
indicators of dynamic cohesion in comparison to the existing metrics. 
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